

## Common Subexpression Elimination

- Recognizes textually identical (or commutative) redundant computations
- Replaces second computation
by result of the first
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## Computing Value Numbers

- Assign values to variables
- $\mathrm{a}=3 \Rightarrow \operatorname{value}(\mathrm{a})=3$
- Map expressions to values
- $\mathrm{a}=\mathrm{b}+2 \Rightarrow \operatorname{value}(\mathrm{a})=\operatorname{hash}(+$, value $(\mathrm{b}), 2)$
- Use appropriate hash function
- Plus: commutative
- hashc(+,value(b),2) $=\operatorname{hashc}(+, 2$,value(b))
- Minus: not commutative
- hash(-,value(b), 2 ) $\neq$ hash $(-, 2$,value(b))



## Interesting Properties

- Finds common subexpressions even if they use different variables in expressions
- $y=a+b ; x=b ; z=a+x$
$\Rightarrow \mathrm{y}=\mathrm{a}+\mathrm{b} ; \mathrm{t}=\mathrm{y} ; \mathrm{x}=\mathrm{b} ; \mathrm{z}=\mathrm{t}$
- Finds common subexpressions even if variable that originally held the value was overwritten
- $y=a+b ; x=b ; y=1 ; z=a+x$

$$
\Rightarrow \mathrm{y}=\mathrm{a}+\mathrm{b} ; \mathrm{t}=\mathrm{y} ; \mathrm{x}=\mathrm{b} ; \mathrm{y}=1 ; \mathrm{z}=\mathrm{t}
$$
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## Problems

- Algorithm has a temporary for each new value
- $a=x+y ; t 1=a ;$
- Introduces
- lots of temporaries
- lots of copy statements to temporaries
- In many cases, temporaries and copy statements are unnecessary
- Eliminate with copy propagation and dead code elimination




## Available Expressions: Dataflow Equations



## Next Time

- Partial Redundancy Elimination
- Read ACDI:
- Ch. 13



## Value Numbering Example

- Step 2:
- Add entries for each rhs
- Remove entries when dependent variable changes
$\qquad$
2: $\mathrm{b}=\mathrm{x}$ or y ;
3: $\mathrm{t}=1 \mathrm{z}$
4: if (ti) goto L 1 ;
5: $x=!z$;
$6: c=x$ and $y$
7: $\mathrm{tz}=x$ and $\bar{y}$;
8: if (t2) goto L2;

